In many of the applications it is required to store a set of similar data and manipulate them. Under such circumstances arrays are used. Arrays store elements of similar type which can be accessed by means of a number called index. Consider the following expression:

```c
int arr[10];
```

this expression denotes an integer array by name 'arr' with ten elements. Each element of the array will be of type integer. Here 10 is the index or subscript denoting the size of the array.

Note: In C, indexing starts from 0, so an array arr[10] will have ten elements namely arr[0], arr[1], ... arr[9].

Just like other variables, arrays must also be declared before being used. The declaration includes the type of the element stored in the array (int, float or char), and the maximum number of elements that we will store in the array. The C compiler needs this to determine how much of memory space to reserve for the array.

The elements of an array are manipulated in the same manner as any other ordinary variable (i.e. they can be added, subtracted or compared).

Program 6.1

```c
#include <stdio.h>

main ()
{
    int arr[4];
    int index;
    arr[0] = 100;
    arr[1] = 200;
    arr[2] = 300;
```
Let us consider a more practical program like generating a Fibonacci series. A well-known series with a number of applications in the fields of mathematics and computer science between others.

**Program 6.2**

```c
/* Program to generate first 10 Fibonacci numbers using arrays */

#include <stdio.h>

main ()
{
    int fib[10], ind;
    fib[0] = 0;
    fib[1] = 1;
    for (ind = 2; ind < 10; ++ind)
        fib[ind] = fib[ind-2] + fib[ind-1];
    for (ind = 0; ind < 10; ++ind)
        printf("%d\n", fib[ind]);
}
```

**Initializing an array**

Initial values can be assigned to the elements of an array at the time of declaration. The keyword `static` is used to declare variable data with a value which persists for the whole life of the running process. In C, this is usually used to store constant variables. This requires the usage of the keyword `static`.

```c
static int arr[4] = {100,200,300,400};
```
You can partially initialize an array. The remaining elements of an array are set to zero. The following statement will initialize the first elements of an array,

```
static int arr[4] = {10, 20, 30};
```

Note: C does not provide any shorter method to initialize an array. All the elements must be explicitly initialized.

Program 6.3

```c
/* Array initialization */
/* Program to calculate cube of a number */

#include <stdio.h>

main ()
{
    int cbe[20];
    int i;
    for (i = 1; i < 20; i++)
        cbe[i] = i * i * i;
    for(i = 1; i < 20; i++)
        printf("%d	 %d\n", i, cbe[i]);
}
```

Passing an array

You can pass an entire array from one function to another. C handles a passed array differently from variables. When a variable is passed, C makes a copy of the data and places it in a memory location associated with the receiving variable. This is known as pass by value. There are two copies of data existing, changing the variable in the called function does not change the original variable in the calling function.
When passing an array to a function, you actually pass the address of the array. This is known as pass by reference. So a copy of the data is not made, C assigns the same address area to the second array name that is used in the called function. Since you are passing the address of an array, you need not specify the size of the array. This kind of array passing saves memory, but changing the value of an element of the array in the called function, also changes the value of the corresponding element of the array in the calling function.

Strings

A string is an array of characters. The last element in a string is the NULL terminator ('\0'). So, a string is an array with one element more than the maximum number of actual characters.

Program 6.4

```c
#include <stdio.h>

main ()
{
    char name[39+1];
    int index;
    printf("Enter your name :");
    scanf("%s", name);
    for(index = 0; index<40; index++)
        printf("Hello %s", name);
}
```

We can copy a string str1 into another str2 like this:

Program 6.5
```c
#include <stdio.h>

main ()
{
    char str1[19+1], str2[19+1];
    int i;
    printf("Enter a string \n");
    scanf("%s", str1);
    i = 0;
    while( (str2[i]=str1[i]) != '\0' )
        i++;
    printf("str2 contains \t%s", str2);
}

One important point to remember when using character arrays or strings in a program is to add a '\0' or NULL terminator at the end of a string. If we want to print the line using printf(), it is necessary.

Program 6.6

```c
#include <stdio.h>

main ()
{
    int n;
    char str[49+1];
    n = 0;
    while( (str[n++]=getchar( )) != '\n' )
        str[n] = '\0';
    /* append NULL terminator to the end of the string */
    printf("%d: \t%s", n, str);
}

C compilers include some special functions for working with strings. Built-in functions like strcmp(), strcpy(), strcat(), strrev() found in C standard library come in handy when manipulating strings.
Program 6.7

#include <stdio.h>

main ()
{
    char name1[39+1];
    char name2[39+1];
    int index;
    printf("Enter a name ":");
    scanf("%s", name1);  
    printf("Enter a second name ":");
    scanf("%s", name2);  
    if(strcmp(name1,name2) == 0)
        printf("The names are the same 
");
    else
        printf("The names are not the same
");
}

String arrays

String arrays are multidimensional arrays, i.e. an array of strings, or an array of arrays of characters. Consider the following expression:

char names[10][39+1];

The above variable is an array of strings with ten names and upto 39 characters in each (plus one space for the string delimiterator '\0')

C allows arrays of any dimension to be defined, the first index of the array refers to the row number, and the second index number refers the column number. Two dimensional arrays are initialized in the same manner as a one dimensional array.

Example:
static int matrix[4][5] = {
    {10, 12, 18, 33, 12},
{11, 45, 66, 76, 32},
{12, 34, 43, 56, 67},
{35, 45, 65, 67, 32}
};

Source : http://www.peoi.org/Courses/Coursesen/cprog/frame6.html